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1. Introduction

-> Executing several task simultaneously, is the concept of multi tasking. There are two types of multi tasking:-

01. Process based Multi tasking

02. Thread based Multi tasking

01. Process based Multi tasking

->Executing several task simultaneously, where each task is separate independent process, is called Process based Multi tasking.

Ex-

|  |
| --- |
| * While typing a java program in the editor, we can able to listen mp3 audio songs, at the same time we can download the file from internet. All these tasks are executing simultaneously and independent of each other and hence it is process based multi tasking. * It is best suitable at OS level but not at programmatic level. |

02. Thread based Multi tasking

->Executing several tasks simultaneously where each task is a separate independent part of the same program or process is called thread based multi tasking; where each independent part is called thread.

-> Thread is the independent part of the same process or program that is Thread is the sub-process which has the separate path of execution.

->It is best suitable at programmatic level.

Note:

|  |
| --- |
| * A flow of execution is called a Thread. |
| * In our program, if only one flow of execution is available that program is called Single Threaded Program. |
| * In our Program, if multiple flow of execution is available that program is called Multi Threaded Program. |
| * For every thread there is some independent job is available /defined. |
| * Whether it is process based or thread based, the main objective of multi tasking is to reduce the response time (execution time) and to improve performance of the system. |

* When compared with other language like C++, developing multi threaded application in java is very easy, because java provides in built support of multi threading with rich api(Thread, ThreadGroup, ThreadLocal, Runnable and etc..).
* Wherever independent jobs are there, that is the best place to use multi threading.

02. The ways of defining a thread

->We can define a thread in two ways:-

01. By Extending the Thread class

02. By implementing the Runnable(I)

01. By Extending the Thread class

Ex-

|  |
| --- |
| **package** com.sk.test2;  //Defining a thread  **public** **class** MyThread **extends** Thread {    **public** **void** run(){  //JOB of the thread  **for**(**int** i=0;i<10;i++){  System.***out***.println("Child Thread");  }  }  } |

|  |
| --- |
| **package** com.sk.test2;  **public** **class** ThreadDemo {  **public** **static** **void** main(String[] args) {    //Instantiation of the Thread  MyThread mt=**new** MyThread();  //Starting of the Thread  mt.start();    //JOB of Main Thread  **for**(**int** i=0;i<10;i++){  System.***out***.println("Main Thread");  }  }  } |

Case 1: Thread Schedular:

* It is the part of the JVM, if mutiple threads are waiting to get the chance for execution then in which order they will execute , is decided by Thread Schedular.
* What is Algorithm followed by Thread Schedular, we cant give any guarantee , it is varied from JVM to JVM , Hence in which order threads will be executed, we can’t give the guirantee and hence we can’t aspect exact output for multi threaded programs but we can provide severall possible outputs.
* The following are the various possible output for the above program:-

|  |
| --- |
| Main Thread  Main Thread  Main Thread  Main Thread  Main Thread  ………..  ………..  Child Thread  Child Thread  Child Thread  ………….  …………. |
| Child Thread  Child Thread  Child Thread  ………….  ………….  ………..  ………..  Main Thread  Child Thread  Main Thread  Child Thread  ………….  …………. |

Case 2:

**Diff between t.start() and t.run()**

* In t.start(), a new thread will be started
* But in the case of t.run(), no new thread will be created and run() method will be executed just like a normal method call by Main-Thread.
* In the above program, if replace t.start() with t.run() then output is :

Child Thread

Child Thread

Child Thread

………….

………(10 times)

Main Thread

Main Thread

Main Thread

………

………(10 times)

And total output is produced by only Main-Thread.

Case 3: Importance Thread Class start() method

* Thread class start() method is the responsible to do the following:-

1. Register our thread with ThreadScheduler
2. Other mandatory activities
3. Execute run method

Ex-

Start(){

1. Register our thread with ThreadScheduler
2. Other mandatory activities
3. Execute run method

}

|  |
| --- |
| Hence, without executing Thread class start() method, there is no chance of starting a thread in java.  Hence, Thread class start() method acts as Heart of Multi Threading. |

Case 4: Overloading of run() method

* Overloading of run() is possible but Thread class start() method always call no-arg run() method only.

Case 5: If we are not Overriding run() method

* If we are not overriding run() method then Thread class run() method will be executed which has empty implementation.
* Hence we won’t get any output.
* It is highly recommended run() in our class otherwise don’t go for multi theading concept.

Case 6: If we are overriding start() method

* If we are overriding a start() method then our defined start() method will be executed just like normal method call and new thread/ child thread won’t be started.
* As we are not giving to chance to Thread class start() method , run() method won’t be executed.

|  |
| --- |
| **package** com.sk.test6;  //Defining a thread  **public** **class** MyThread **extends** Thread {    **public** **void** start(){  System.***out***.println("start() method");  }    **public** **void** run(){  //JOB of the thread  **for**(**int** i=0;i<10;i++){  System.***out***.println("Child Thread");  }  }  } |

|  |
| --- |
| **package** com.sk.test6;  **public** **class** ThreadDemo {  **public** **static** **void** main(String[] args) {    //Instantiation of the Thread  MyThread mt=**new** MyThread();  //Starting of the Thread  mt.start();    System.***out***.println("Main-Thread");    }  } |

o/p:-

|  |
| --- |
| start() method  Main-Thread |

Note: The total above output is produced by only Main-Thread.

Note:

* It is not recommended to override start() method in our class otherwise don’t go for multi threading.

Case 7:

Ex-

|  |
| --- |
| **package** com.sk.test7;  //Defining a thread  **public** **class** MyThread **extends** Thread {    **public** **void** start(){  **super**.start();  System.***out***.println("start method");  }    **public** **void** run(){  //JOB of the thread  System.***out***.println("run method");  }  } |

|  |
| --- |
| **package** com.sk.test7;  **public** **class** ThreadDemo {  **public** **static** **void** main(String[] args) {    //Instantiation of the Thread  MyThread mt=**new** MyThread();  //Starting of the Main-Thread  mt.start();    //JOB of Main Thread  System.***out***.println("Main Thread");  }  } |

o/p:-(Three possible output)

|  |  |  |
| --- | --- | --- |
| start method  Main Thread  run method | start method  run method  Main Thread | start method  run method  Main Thread |

Case 8:

![scjp6.png](data:image/png;base64,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)

Case 9:

* After starting a thread, if we are trying to restart same thread once again, then we will get RE: IllegalThreadStateException

Ex-

Thread t=new Thread();

t.start();

………..

………..

t.start();//RE:IllegalThreadStateException

-> We can also define a thread by implementing an inteface:

Pic:

* Runnable Interface is available in java.lang package and it cotains only one method whose prototype as: Public void run();

Case Study:

|  |
| --- |
| MyRunnable mr=new MyRunnable();  Thread t1=new Thread();  Thread t2=new Thread(); |

Case 1:

Q1. In which of the above cases a new thread will be created ?

T1.start() and T2.start();

Q2. In which of the above cases , a new thread started which is the responsible for the execution of MyRunnable class run() method ?

Ans. T2.start();

Q3. In which of the above cases , MyRunnable class run() method is executed ?

T2.start(), t2.run() and mr.run().

Q4. Which is the best way to define a Thread ?

Ans. Among two ways of defining a thread , implements Runnable approach(2nd approach) is recommended .

* In the First Approach, our class always extends the Thread class and hence there is no chance of extending any other class, due to this we are missing inheritence benefits.
* But in the 2nd approach while implementing Runnable Interface, we can extends any other class and hence we won’t miss any Inheritence benefits.
* Because of above reason, we can conclude implements Runnable approach(2nd approach) is recommended to use.

**Thread Class Constructors**

* **There are following are the Thread Constructor :**

|  |
| --- |
| 1. **Thread t=new Thread()** |
| |  | | --- | | 1. **Thread t=new Thread(Runnable r)** |  |  | | --- | | 1. **Thread t=new Thread(String name)** |  |  | | --- | | 1. **Thread t=new Thread(Runnable r,String name)** |  |  | | --- | | 1. **Thread t=new Thread(ThreadGroup ,String name)** |  |  | | --- | | 1. **Thread t=new Thread(ThreadGroup,Runnable r)** |  |  | | --- | | 1. **Thread t=new Thread(ThreadGroup g, Runnable r,String name)** |  |  | | --- | | 1. **Thread t=new Thread(ThreadGroup g, Runnable r,String name ,long stacksize)** | |

Durga’s approach to define instantiate and start thread (Not recommended to use):

Ex-

03. Getting and Setting a name of the Thread in Java:

-> Every Thread in java has some name, it may be explicitly provided by the programmer or default name generated by JVM.

-> Thread class defines the following methods to get and set name of a Thread:-

|  |
| --- |
| Public final String getName();  Public finale void setName(String name); |

Ex-

Program:

* Thread class defines static method to get current executing Thread reference.

|  |
| --- |
| Thread.currentThread().getName(); |

* Inside main(-) method current Thread means Main-Thread and its name is main.
* Inside run() method, current Thread means Child Thread and its name is “Thread-0”.

Program:

1. Thread Priorities

-> Every Thread in java has some priorities, it may be default priorities provided by jvm or customized priorities explicitly provided by programmer.

-> The valid range of the priority is 1 to 10 where 1 is min and 10 is max priority.

->Thread class defines the following constants to represent some standard priorities:-

Thread.MIN\_PRIORITY🡪1

Thread.MAX\_PRIORITY->10

Q1. Which of the following is the valid priority:-

0 1 10

* ThreadScheduler will use priority while allocating processor to thread.
* The thread which is having highest priority , will get chance first.
* If two threads having same priority then which thread will get the chance, we can’t imagine, it depends ThreadScheduler.
* Thread class defines the following methods to get and set priority of a thread :

Public final int getPriority();

Public final void set Priority(int p);

* The allowed range is 1-10, otherwise we will get RE: IllegalArgumentException

Ex-

|  |
| --- |
| Thread t=new Thread();  t.setPriority(10);//ok  t.setPriority(100);//RE: IllegalArgumentException |

Default Priority of Thread

* The default priority only for main-thread is 5 but remaining threads the defaults priority will be inherited from parent to child.
* That is whatever parent thread has priority, the same priority will be there for child thread also.
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|  |
| --- |
| scjp8.png |

|  |
| --- |
| **package** com.sk.test3;  **public** **class** MyThread **extends** Thread {    **public** **void** run(){  System.***out***.println("Child Thread");  }  } |

|  |
| --- |
| **package** com.sk.test3;  **public** **class** ThreadDemo **extends** Thread{    **public** **static** **void** main(String[] args) {    MyThread mt=**new** MyThread();  mt.setPriority(10);//---🡪1  mt.start();      }  } |

* If we comment line1 then then both main and child thread has priority 5.
* If we are not commenting line 1 then child thread priority has 10 and main thread has priority 5 hence child thread will get chance first followed by main-thread, In this case output is :

|  |
| --- |
| Child Thread  Main-Thread |

Note: Some plateform won’t provide proper support for Thread priority.

* The methods who prevents thread execution.
* We can prevent a thread execution using the following methods:-

1. Yield();
2. Join();
3. Sleep();
4. Yield()

* Yield() method cause to pause current executing thread to give the chance for remaining waiting threads of the same priority.
* If there are no waiting threads or all waiting threads have low priority then same thread will get the chance for execution.
* same priority then which waiting threads will get the chance , we can’t expect , it depends on ThreadScheduler.
* Q.The thread which is yielded, when it will get chance once again?

Ans. We can’t expect, it depends on mercy of ThreadScheduler.

* Prototype of yield():
* Public static native void yield();
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|  |
| --- |
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|  |
| --- |
| **package** com.sk.test3;  **public** **class** MyThread **extends** Thread {    **public** **void** run(){  **for**(**int** i=0;i<10;i++){  System.***out***.println("Child Thread");  Thread.*yield*();//-->1  }  }  } |
| **package** com.sk.test3;  **public** **class** ThreadDemo **extends** Thread{    **public** **static** **void** main(String[] args) {    MyThread mt=**new** MyThread();    mt.start();    **for**(**int** i=0;i<10;i++){  System.***out***.println("Main-Thread");  }      }  } |

* If we comment line1 then we can’t expect

Which thread can complete first.

* If we are commenting line1 then the chance of completing Main-Thread is high because child thread is always calling yields() method.

Note:

* Some OS may not provide proper support for yield() method.

1. Join()

* If a thread wants to wait until completing some other thread, then we should go for join() method.
* Ex-  
  Thread t1 wants to wait until completing execution of Thread t2 then t1 has to call t2.join() then t1 will enter into waiting state.
* Once t2 completes their execution then immediately t1 can continue its execution.
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|  |
| --- |
| scjp11.png |

* Complete join() signature:

1. Public final void join() throws InterruptedException
2. Public final void join(long ms) throws InterruptedException
3. Public final void join(long ms,int ns) throws InterruptedException
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* Waiting of main-thread until completing child-thread.

Ex-

Pgm join():

* Main-Thread has to wait until Child-Thread execution completion.

Output:

|  |
| --- |
| Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Seetha Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread  Rama-Thread |

* Wating of child-thread until Main-Thread compeletion.

Case 3:

* If Main-Thread call join() method on Child-Thread and Child-Thread calls join() on Main-Thread() then both Threads will wait for each other forever.
* In this case, the program will be hanged(this is something like Deadlock).

Ex-

Case 4:

* If a thread call a join() method on the sam thread itself then the program will be hanged(this is something like Deadlock).

Ex-

Note:

* Wherever we are using join() method , compulsory we should handle InterruptedException because every join() method throws InterruptedException which is checked Exception otherwise we will get Compile time Error.

1. sleep(-)

-> If a thread don’t want to perform some operations for particular amount of time then we should go for sleep() method.

-> Prototype:

|  |
| --- |
| public static native void sleep(long ms) throws IntrruptedException  public static void sleep(long ms,int ns) throws IntrruptedException |

Q. How a thread interrupted to another thread?

Ans: A thread can interrupt a sleeping or waiting thread by using interrupt() method of Thread class.

|  |
| --- |
| public void interrupt(); |

Ex-

* In the above example, Main-Thread interrupts Child-Thread.

Note:

* Whenever we call interrupt() method, If the target thread is not in sleeping or waiting state then there is no impact of interrupt() method call immediately.
* Interrupt() method call will wait until enter into sleeping or waiting state.
* If the target thread entered into waiting or sleeping state then interrupt() call will interrupt to that thread.
* If target thread never entered sleeping or waiting state in its life time then, then only interrupt() call will be wasted.
* In the above program interrupt() call waited until child thread completing for loop 1000 times.
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**Comparison between yield() ,join() and sleep()**:-

|  |  |  |  |
| --- | --- | --- | --- |
| Property | Yield() | Join() | Sleep() |
| Purpose | It causes to pause current executing thread to give the chance for remaining waiting of same priority | If a thread wants to wait until completing some other thread then we should go for join | If a thread don’t want to perform any operation for apartincaular amount of time ie just pausing is required |
| Is it static method? | Yes | No | Yes |
| Is It final method? | No | Yes | No |
| Is it overloaded or not? | No | Yes | Yes |
| Is it throws IE? | No | Yes | Yes |
| Is it native method? | Yes | No | Sleep(long ms)->native  Sleep(long,int ns)->non-native |

Daemon Thread

->The threads which are executing in the background are called Daemon thread.

-> Garbage collector

-> The main objective of Daemon thread is to provide support for non-Daemon threads (like main-thread).

->For Example, if main-thread runs with low memory then jvm runs Daemon-Thread Gc then GC destroys useless objects and provide some free memory so that main-thread can continue its execution without any problems.

Real Time Example:-

* It is just like Producer, Director , Camera man and other members while Hero, heroins are acting in a movie.
* Usually Daemon runs with low priority but based on our requirement they can with high priority also.
* We can check whether thread is Daemon or not by using isDaemon() method of Thread class.
* Public boolean isDaemon();
* We can change daemon nature of a thread by using setDaemon(-) of Thread class.
* Public void setDaemon(boolean b);
* But we can change the daemon nature of a thread before starting of a thread only that is once thread is started, we can’t change its daemon nature otherwise we will get RE: IllegalThreadStateException.

Default Nature of Daemon Thread

->By default main-thread is non-daemon but all remaining daemon nature is inheriting from parent to child that is if the parent thread is daemon then child thread is also daemon and if parent thread is not daemon then child thread is also not daemon.

Ex1-

-> Whenever last non-daemon threads terminate the automatically all daemon threads also will be terminate with respect to their position.

Ex2-

Note:-

* It is impossible to change daemon nature of main-thread because it is already started by jvm at beginning only.

**Synchronization**

* Synchronization is the keywords which is only applicable for method and blocks but not for classes and variables.
* If multiple threads are operating simultaneously on the same java object then there may be a chance data inconsistence, this is called RACE condition.
* We can solve this problem using synchronized keyword.
* If a method or block declared as synchronized then at a time only one thread is allowed to execute that method or block on the given object.
* As threads are executing one by one , data inconsistency problem will be solved automatically.
* The main disadvantage of synchronized keyword is increases waiting time of the threads and creates performance problems; hence if there is no specific requirement then it is not recommended to use synchronized keyword.

Real Time Example:

1. Dogs
2. Sweets
3. Bank

* Internally synchronization concept is implemented using lock concept.
* Whenever we are using synchronized keyword then only lock concept comes into the picture.
* If a thread wants to execute synchronized method on the given object; first it has to get lock of the object. Once thread got a lock then it is allowed to execute any synchronized method on the given object.
* Once synchronized method execution completes, automatically thread releases the lock.
* Acquiring and releasing the lock takes care by JVM and programmer not required to do anything.
* While a thread executing synchronized method on the given object the remaining threads are not allowed to execute any synchronized method on that object simultaneously but remaining threads are allowed to execute any non-synchronized method simultaneously.

|  |
| --- |
| Class X{  synch m1()  Synch m2()  M3()  } |

* T1 wants to execute m1()
* T2 came for m1 --🡪X
* T3 cam for m3 ---🡪Ok

Note:
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* Every object in java has a unique lock.
* Lock concept is defined based on object but not based on method.
* Inside a method, if we are performing any update operation and the state of application (or) object is changing then that method should be declared as synchronized.
* Inside a method, jus we are performing read operation and application/object won’t be change then that method should be declared non-synchronized.

Ex1-

Banking Application

* In the Banking application, withdraw operation changing state of application and should be performed by only one thread at a time on the given the account object. Hence it should be synchronized.
* balance\_Enquiry() won’t perform any update operations and can be executed by multiple threads simultaneously ; hence it should be non-synchronized.

Ex2:-

Reservation System

* check\_ Availability() of ticket won’t perform any update operation and it is just read operation and hence this method should be non-synchronized.
* book\_Tickets() method performs update operations and hence this method should be perform by only one thread at a time; hence it should be synchronized.

Ex-

Program (sync2):

* if wish method is not synchronized then both threads will be executed simultaneously and hence we will get irregular output.

Output:

|  |
| --- |
| Good Moring: Good Morning  Dhoni  Good Morning |

* if we declare wish method as synchronized then only one thread is allowed to execute that method on the given object ; hence we will get regular output.
* Output:

|  |
| --- |
| Good Morning:Dhoni  Good Morning:Dhoni  Good Morning:Dhoni  Good Morning:Raina  Good Morning:Raina  Good Morning:Raina |

Case Study:

|  |
| --- |
| Display d1=new Display();  Display d2=new Display();  MyThread mt1=new MyThread(d1,”Dhoni”);  MyThread mt2=new MyThread(d1,”Raina”);  mt1.start(); mt2.start(); |
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* Even though wish method is synchronized then also we will get irregular output because both thread will be executed on different Display objects simultaneously.

Note:

* If multiple threads are operating on multiple java objects then synchronization is not required.
* If multiple threads are operating on same java object then synchronization is required.

Class level Lock

* Every class in java has unique lock which is also class level lock.
* If a thread wants to execute static synchronized method ; first it has to get class level lock; if Thread got class level then it is allowed to execute any static synchronized method.
* Once method execution completes automatically , thread releases the lock.

Q-> why a thread is executing static synchronized method then the remaining threads are not allowed to execute any static method of that class simultaneously;

But remaining threads are allowed to execute simultaneously:-

1. nonsynchronized static method
2. Synchronized instance method
3. Nonsynchronized instance method

Ex-

|  |
| --- |
| Class x{  Static synch m1()  Static synch m2()  Static m3()  Synch m4()  m5()  } |
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Synchronized block:

->If very few lines of the code require synchronization then it is not recommended to declare entire method as synchronized.

-> We have to declare those few lines of the code by using synchronized block.

-> The main advantage of synchronized block over synchronized method is performance will be improved by reducing waiting time of threads.

-> We can synchronized block as follows:

a) To get lock of current object:-

Ex-

Synchronized(this){

…………..

…………..

}

* If a thread got lock of current object then only it is allowed to execute this area.

b) To get lock of a particular object

Ex-

Synchronized(b){

…………

………….

}

* If a thread got lock of ‘b’ object then only it is allowed to execute this area.

c) To get class level lock

Ex-

Synchronized(Display.class){

}

* If a thread got class level lock then only it is allowed to execute its block.

Note:

* Lock concept available only for object and classes but not for primitive hence we can’t pass primitive type as argument to synchronized block otherwise we will get compile time error saying unexpected type

Found: int required : required

Ex-

Int x=10;

Synchronized(x){…………….}

FAQ1. What is the synchronized keyword and where we can apply?

FAQ2: Explain advantage of synchronized keyword?

FAQ3: Explain disadvantage of synchronized keyword?

FAQ4: What is RACE condition?

FAQ5: What is Object lock and when it is required?

FAQ6: What is class level and when it is required?

FAQ7: What is difference between class level lock and object level lock?

FAQ8: Why a the thead executing synchronized method and any onject is the remaining thread are allowed to execute ?;;;;;;;;corection

Ans: No

FAQ10: What is synchronized block ? Explain advantage block over synchronized method?

11. Explain the difference between synchronized block and synchronized method?

12. Is a thread required multiple locks simultaneously ?

Ans: yes from different object.

Ex-

Class y{  
 public synch void m1(){

X x=new X();

Synchronized(x){

………………

………………

}

}}

Y y=new Y();

y.m1();

* To reach this area thread required two locks of X and Y.

14. What is synchronized statement?

Ans. Interview people created terminology

* The statements which are present in synchronized block or synchronized method; called synchronized statement.

Inter Thread Communication

* Two threads can communicate with each other by using the following methods:

1. wait()
2. notify()
3. notifyAll()

* The thread which is expecting updation ; is responsible to call wait() method then immediately thread will enter into waiting() state.
* The thread which is performing updation, after performing the updation it is the responsible to call notify() method; then waiting thread will get the notification and continue its execution with those updation.
* wait(), notify() and notifyAll() present in Object class because thread can these methods on any java object.
* If a thread wants to call wait(), notify() and notifyAll(); it should be owner of that object that is thread should have lock of that object that is thread should be inside synchronized area. Hence, we can call wait(), notify() , notifyAll() methods only from synchronized area; otherwise we will get RE:IllegalMonitorStateException.
* If a thread call a wait() on any object, it immediately releases the lock of that particular object and entered into waiting state.
* If a thread calls notify() method on any object , it releases lock of that particular object but may not immediately.
* Except wait(), notify(), notifyAll(); no other methods where thread releases lock.

|  |  |
| --- | --- |
| Methods | Is thread releases the lock? |
| Wait() | Yes |
| Notify() | Yes |
| notifyAll() | Yes |
| Yield() | No |
| Sleep() | No |
| Join() | No |

* Which are the following is valid:-

1. If a thread calls wait() on any object it immediately release all lock acquired by that thread and entered into waiting state.
2. If a thread call wait() on any object , it releases the lock of that object, may not immediately.
3. If a thread call wait() on any object, it immediately entered into waiting state without releasing the any locks.
4. If a thread calls wait() on any object, it immediately releases the lock of that particular object and entered into waiting state.
5. If a thread calls notify() on any object, it immediately releases the lock of that particular object.
6. If a thread calls notify() method on any object, it releases all locks acquired by that thread immediately.
7. If a thread calls notify() method on any object, it releases lock of that particular but not immediately.

|  |
| --- |
| Public final void wait() throws IE |
| Public final native void wait(long ms) t IE |
| Public final void wait(long ms,int ns) IE |
| Public native final void notify() |
| Public native final void notifyAll() |

Ex-(Pic incom3):

|  |
| --- |
| scjpintercomm3.png |

* Ex-Program:

|  |
| --- |
| **package** com.sk.test3;  **public** **class** MyThread **extends** Thread {    **int** tot=0;    **public** **void** run(){    **synchronized**(**this**){    System.***out***.println("Child thread starts calculation");  **for**(**int** i=1;i<=100;i++){    tot+=i;  }    System.***out***.println("Child thread giving notification");  **this**.notify();  }  }  } |
| **package** com.sk.test3;  **public** **class** InterThreadComTest {  **public** **static** **void** main(String[] args) **throws** InterruptedException {  // **TODO** Auto-generated method stub    MyThread mt=**new** MyThread();    mt.start();    **synchronized**(mt){  System.***out***.println("Main thread calling wait method");    mt.wait();    System.***out***.println("Main thread got notification");    System.***out***.println("Total result:"+mt.tot);  }  }  }  /\*  output:  Main thread calling wait method  Child thread starts calculation  Child thread giving notification  Main thread got notification  Total result:5050  \*/ |

Producer – Consumer Problem

Ex-Fig:-

* Producer thread is responsible to the Queue.
* Consumer thread is responsible to consume items from the Queue.
* If Queue is empty then consumer thread is responsible to call wait() and immediately Consumer thread will enter into waiting state.
* After producing items to the Queue; Producer thread is responsible to call notify() method then the waiting Consumer thread will get that notification and continue its execution with those updated items.

Q. what is difference between notify() and notifyAll()?

Ans:-

* We can use notify() method to give the notification for only one waiting thread.
* If multiple threads are waiting then only one thread will be notified and the remaining threads have to wait for further notifications.
* But which thread will be notified; we can’t imagine. It depends upon jvm(ThreadSchedular).
* We can use notifyAll() to give notification to all waiting threads of a particular object then all waiting threads which are waiting for that particular object; will be notified but execution should be one by one(because threads require lock and only one lock is available for that object).

=🡺 on which object wait has call that object lock should be acquire by the thread.

-> If a thread want to call wait() on s1 then thread has to get lock of s1 but not lock of s2.

Deadlock

* If two threads are waiting for each other forever, such type of infinite waiting is called Deadlock.
* Synchronized keyword is the only reason of deadlock, hence while using synchronized; we have to take special care.
* For Deadlock, there are no resolution technique but several prevention techniques are available.

Deadlock Vs Starvation

-> A long waiting of a thread where waiting thread never ends, is called Deadlock.

-> A long waiting of a thread where waiting thread ends at a certain point is called Starvation.

Ex-

* Low priority thread has to wait until completing all high priority threads, it may be long waiting but ends at a certain point and hence it is called Starvation.

Green Thread

->Java multithread is concept is implemented by using models:

01. Green Thread Model

02. Native OS Model

01. Green

-> The threads which are managed completely managed by JVM without taking underlying OS support are called Green Threads.

02. Native OS Model

-> The threads which are managed by the JVM with help of underlying OS support are called Native OS threads.

Note:

* Very few OS like Sun Solaris provides support for Green Thread Model; anyway Green Thread Model is deprecated, not recommended to use.
* All windows OS support only native OS Model.

How to Stop a Thread In The Middle of Execution

* We can stop a thread execution by using stop() method of Thread class then Thread will enter into Dead state.
* Public void stop(); anyway stop() method is deprecated and not recommended to use.

Suspending and Resuming of a Thread

* A thread can suspend other thread by using suspend() of Thread classmethod then immediately thread will enter into suspended state.
* A Thread can resume to a suspended thread by using resume() method of Thread class then suspended thread can continue its execution.

|  |
| --- |
| public void suspend();  public void resume(); |

* Anyway suspend() and resume() are deprecated and not recommended to use.
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ThreadGroup

* Based on the functionality we can group threads into a single unit which is nothing but threadgroup represents a set of threads.
* In addition to threads ThreadGroup cal also contain SubThreadGroup.
* The main advantage of maintaining thread int the form of ThreadGroup is we can perfrom common operations very easily.

Ex-

Give MAX\_PRIORITY for all producer thread.

Start all consumer thread etc.

* ThreadGroup is a java class present in java.lang package and it is the direct child class of Object class.
* Every Thread in java belongs to some group; main-thread belongs to main-thread-group.
* Every ThreadGroup is the child group of the SystemGroup either directly or indirectly and hence SysteGroup access not for all ThreadGroup in java.
* SystemGroup contains several System level theads like reference handler,finalizer,attacheListener, Signal Dispatcher and ect.
* Fig1.
* Ex-

|  |
| --- |
| Class ThreadGroupDemo1{  P s v m(String[] args){  Sopln(Thread.currentThread().getName());  Sopln(Thread.currentThread().getThreadGroup().getName());  Sopln(Thread.currentGroup().getThreadGrooup().getParent().getName());  }} |

* Main() method is executed by main-thread and main-thread belongs to main-Thread-group.

Constructor

1. ThreadGroup g=new ThreadGroup(String gname);

* Creates a new ThreadGroup with specified group name.
* The parent thread of the new group is the thred-group of currently executed thread.

1. ThreadGroup g=new ThreadGroup(ThreadGroup pg,String name);

* Creates a new ThreadGroup with specified group name; parent thread of this thread-group is specified threadgroup.

Ex-

|  |
| --- |
| Class ThreadGroupDemo{ p s v m(String args[]){ Sopln(Thread.currentThread().getThreadGroup().getName());//main  Sopln(Thread.currentThread().getThreadGroup().getParent().getName());//System  ThreadGroup pg=new ThreadGroup(“ParentGroup”);  Sopln(pg.getParent().getName());//main  ThreadGroup cg=new ThreadGroup(pg,”ChildGroup”);  Sopln(cg.getParent().getName());//parent thread  }} |

Java.util.cuncurrent package

* The problems with synchronized keywords are:-

1. If a thread releases the lock then which waiting thread will get the lock, we are not having control on this.
2. We can’t specify maximum waiting for a thread to get a lock so that it will wait until getting lock which may create performance problems and which may cause deadlock.
3. We are not having any flexibility to try for a lock without waiting.
4. There is no API to list out all waiting thread for a lock.
5. The synchronized keyword, we have to use only within a method and not possible to declare across multiple methods.

* To overcome from above problem SUN people introduced java.util.concurrent.locks package in jdk1.5v and it also provides several enhancement to the programmer to more control on concurrency.

Lock(I)

* Lock object is similar to implicit thread acquired by a thread to execute synchronized method or synchronized block.
* Lock implementation provides more flexibility and extensive operations to the programmer then traditional implicit lock.
* Important methods of Lock(I):-

1. Void lock()

* To get the lock.
* If the lock is available immediately thread will get that lock.
* If the lock is not available then thread will wait until getting that lock; this behavior is exactly implicit lock.

1. Boolean tryLock()

* To acquire the lock it is available then the thread acquires lock and return true.
* If the lock is not available then this method return false and continue its execution without waiting; in this case thread never be blocked.

|  |
| --- |
| If(l.tryLock()){ perform some safe operations}  Else{perform some alternative operations} |

1. Boolean tryLock(long time, TimeUnit unit)

* To acquire the lock if is available then immediately that thread will get that lock and if the lock is not available then the thread will wait until specified amount of time ,still if the thread’s lock is not available then the thread continue its execution.

Ex-

If(l.tryLock(1000,TimeUnit.MILLISECONDS)){}else{}

TimeUnit

* It is a enum presenti java.util.concucurrent package

Ex-

Enum TimeUnit{

NANOSECONDS;

MICROSECONDS;

MILLISECONDS;

SECONDS;

MINUTES

SECONDS

1. Void interruptly()

* While locks interruptly acquire the available; if the lock is not available then It will wait.
* While waiting if it is interrupted then the thread won’t the lock.

1. Void Unlock()

* To unlock the locks
* The call the unlock() method compulsory current thread should be owner of that thread otherwise we will get compiler time error saying IllegalMonitorException.

ReentrantLock(C)

* It implements Lock(I).
* It is the direct child class of the object class.
* Reentrant means a thread can acquire same lock multiple times without any issues.
* Internally ReentrantLock increment threads personal; whenever we call unlock and lock will be release whenever count reaches zero.

Constructor

1. ReentrantLock rl=new ReentrantLock()

* Creates a new lock.

1. ReentrantLock rl=new ReentrantLock(boolean fairness)

* Creates a new lock with specified fairness policy.
* If fairness is true then longest waiting thread can get the lock if it is available that is it follows FCFS(First comes first server).
* If fairness is false then we can’t expect which waiting .
* If we are not setting then default value is false.

Q. which of the following are eqals:

01. ReentrantLock rl=new ReentrantLock();

02. ReentrantLock rl=new ReentrantLock(true);

03. ReentrantLock rl=new ReentrantLock(false) ;

Method of ReentrantrantLock

1. Void lock()
2. Boolean tryLock()
3. Boolean tryLock(long l,TimeUnit t)
4. Void lockInterruptly()
5. Void unlock()

Other Methods are:-

1. Int getHoldCount()

* Returns the no. of holds on this lock by current .

1. Boolean isHeldByCurrentThread()

* Return true if only if if lock is held by current thread.

1. Int getQueueLength()

* Return the no. of the lock waiting for the lock.

1. Collection of thread which are waiting to get the lock
2. Boolean hasqueuedThread()
3. Boolean isLocked()

* If the lock is acquired by some thread.

1. Boolean isFair()

* Returns true if the lock object is fair.

1. Thread getOwner()

* Returns the thread which acquire the lock.
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* Ex-

|  |
| --- |
| Import java.util.concurrent.locks.\*;  Public class ReentrantLock2{  Public static void main(String[] args){  ReentrantLock I=new ReentrantLock();  l.lock(); l.lock();  Sopln(l.isLocked());//true  Sopln(l.isHeldByCurrentThread());//true  Sopln(l.getQueueLength())//0  l.unlock();  Sopln(l.getHoldCount());//1  Sopln(l.isLocked());//true  l.unlock();  Sopln(l.isLocked());//false  Sopln(l.isFair())//false  }} |

Ex-Program:

|  |
| --- |
| **package** com.sk.reentrant1;  **import** java.util.concurrent.locks.ReentrantLock;  **public** **class** Display {  ReentrantLock l=**new** ReentrantLock();  **public** **void** wish(String name){  l.lock();  **for**(**int** i=0;i<10;i++){  System.***out***.print("Good morning");  **try** {  Thread.*sleep*(1000);  } **catch** (InterruptedException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }  System.***out***.println(name);  }  }  }    **package** com.sk.reentrant1;  **public** **class** MThread **extends** Thread {  Display d;  String name;  MThread (Display d,String name){  **this**.d=d;  **this**.name=name;  }  **public** **void** run(){  d.wish(name);  }  }  **package** com.sk.reentrant1;  **public** **class** ReentrantLockDemo {  **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  Display d=**new** Display();  MThread t1=**new** MThread(d,"Dhoni");  MThread t2=**new** MThread(d,"Yuvraj");  t1.start();  t2.start();  }  } |

* If you comment both line 1 and 2 then all thread will execute wish method simultaneously and we will get irregular output.
* If we are not commenting lines 1 and 2 then threads will be executed one by one and hence we will get regular output.

Ex-Prog For tryLock()

|  |
| --- |
| **package** com.sk.reentrant2;  **import** java.util.concurrent.locks.ReentrantLock;  **import** com.sk.reentrant1.Display;  **public** **class** MThread **extends** Thread {  **static** ReentrantLock *l*=**new** ReentrantLock();  MThread (String name){  **super**(name);  }  **public** **void** run(){  **if**(*l*.tryLock()){  System.***out***.println(Thread.*currentThread*().getName()+"got the lock and performing the safe oprations.");  **try** {  Thread.*sleep*(2000);  } **catch** (InterruptedException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }  *l*.unlock();  }  **else**{  System.***out***.println(Thread.*currentThread*().getName()+" unable to get the lock and perfroming some alternative operations");  }  }  }  **package** com.sk.reentrant2;  **public** **class** ReentrantLockDemo {  **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  MThread t1=**new** MThread("Dhoni");  MThread t2=**new** MThread("Yuvraj");  t1.start();  t2.start();  }  }    //output  Yuvrajgot the lock and performing the safe oprations.  Dhoni unable to get the lock and perfroming some alternative operations |

* Ex-Program for tryLock with time period

|  |
| --- |
| package com.sk.reentran3;  import java.util.concurrent.TimeUnit;  import java.util.concurrent.locks.ReentrantLock;  import com.sk.reentrant1.Display;  public class MThread extends Thread {  static ReentrantLock l=new ReentrantLock();  MThread (String name){  super(name);  }  public void run(){  do{  try{  if(l.tryLock(5000,TimeUnit.MICROSECONDS)){ System.out.println(Thread.currentThread().getName()+"got the lock and performing the safe oprations.");  Thread.sleep(3000);  l.unlock();  break;  }  else{  System.out.println(Thread.currentThread().getName()+" unable to get the lock and perfroming some alternative operations");  }  }catch(Exception ex){}  }while(true);}} |
| **package** com.sk.reentran3;  **public** **class** ReentrantLockDemo {  **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  MThread t1=**new** MThread("Dhoni");  MThread t2=**new** MThread("Yuvraj");  t1.start();  t2.start();  }  //output  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhoni unable to get the lock and perfroming some alternative operations  Dhonigot the lock and performing the safe oprations. |

FAQ01. When we will get ConcurrentModificationException?

1. What is the need of ConcurrentCollection?
2. What is diff between HashMap and ConcurrentHashMap?
3. What is diff Hashtable and ConcurrentHashMap?
4. What is diff Fail-Safe Iterators and Fail-Fast Iterators?
5. What is the diff between AL and CopyOnWriteAL?

ThreadLocal

* ThreadLocal class provides ThreadLocal variables.
* ThreadLocal class maintaince values for Thread basis.
* Each thread local object maintains a separate values (like userId , transactionId and etc) for each thread that accesses that object.
* Thread can access its local value, can manipulates its value and can remove also.
* Every part of the code which is by the thread we can access its local variable.

Ex-

Consider a servlet which invoke some business methods; we have a requirement to generate a unique Transaction Id for each and every request and we have to pass this transaction id to the business method for logging purpose; for this requirement we can use ThreadLocal to maintain a separate Transaction Id for every request that is for every thread.

Note:

* ThreadLocal class introduced in Jdk1.2v.
* ThreadLocal can be associated with ThreadScope.
* All the code which is executed by the Thread has access to corresponding ThreadLocal variable.
* A thread can access its own local variable and can’t other thread local variables.
* Once Thread enters into Dead state, all its local variable or by default eligible for garbage collection.

Constructor

ThreadLocal tl=new ThreadLocal();

Methods:

1. Object get()

* Returns the value associated with current thread in the ThreadLocal object.

1. Object initialValue()

* Returns initial value of the ThreadLocal variable associated with current thread.
* The default implementation of this method is null.
* To customize our own initial value; we have to override this method.

1. Void set(Object newValue)

* To set a new value.

1. Void remove()

* To remove current thread local variable value.
* It is the newly added method in Jdk1.5v.
* After removal, if we are trying to access; it will be re-initialized once again by invoking its initialValue() method.

Overriding on initialValue()

* Pgm2:
* In the above program for every customerThread a separate customer Id will be maintained by ThreadLocal Object.

ThreadLocal vs Inheritance

|  |  |
| --- | --- |
| 01 ThreadLocal bydefault not available to the child thread. | 1. If you want to make parent thread local value available to the child thread then we should go for InheritableThreadLocal. |
| Bydefult child the the value is exactly same as parent thread value but we can provide customize value to the child thread by overriding chidValue() method. |  |
|  |  |
|  |  |
|  |  |

* Constructor
* InheritableThreadLocal tl=new InheriatableThreadLocal();
* InheritableThreadLocal is the child class of ThreadLocal and hence all the methods present in the thread local by default available to InheritableThreadLocal.
* In addition to these method if contains only one new method as below:

Public Object childValue(Object parentValue);

Ex-

Prg3:

* In the above if we replace InheritableThreadLocal with ThreadLocal and if we are not overriding child value method then the output is:

parentThead value🡪pp

childthread value->null

* If in the above if we are maintaining inheriatableThreadLocal and we are not overriding childValue() method then

Output:

parentThread value is: pp

childThread value: pp